Differences between the Web Server and Tomcat
The simple web server that was used at the beginning of the course has many similarities with the full Tomcat server, available at http://archive.apache.org/dist/jakarta/tomcat-5/v5.5.7/bin/.  However, there are important differences that may cause you some problems.  This document will discuss the principal ones.
Running the Server

The web server can be executed right in the IDE (Integrated Development Environment) where you create your web pages and processing programs.  The Tomcat server is opened using the file startup.bat that is found in the bin sub-folder.  It should always be stopped by executing the file shutdown.bat.  As before, a web page is used to communicate with the server.  But now it should be in a sub-folder of the webapps folder in Tomcat, either the ROOT folder or one specific to the application.
If the server was set up correctly, you can reach its home page with the URL http://localhost:8080/ or http://localhost/, depending on whether or not you changed the port from 8080 to 80.  You cannot access the server by loading a local file into your browser.  This works with the web server, but not with Tomcat.  If you placed your web page in the ROOT folder, it can be accessed by typing 

http://localhost:8080/web-page-name.html/ 
into your browser window.

Changes to the Web Page

There are a few changes required for your HTML file.  The main one is that the action attribute includes the term, servlet.


action="http://localhost:8080/servlet/echo.EmailServlet/"

Note: This assumes that Tomcat has not been modified to receive input on port 80.  If you changed the port to 80 the port does not have to be mentioned.


action="http://localhost/servlet/echo.EmailServlet/"

The rest of the form is the same as before.

<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.0 Transitional//EN">

<html>


<head><title>E-Mail Form</title>

</head>

<body>


<h3>Enter your name and e-mail address.


<br />Then click the Send button to send the data to the server.</h3>


<form method = "get" action="http://localhost:8080/servlet/echo.EmailServlet">



<p><input type = "text" name = "name" value = "" size = 30 /> Name </p>



<p><input type = "text" name = "email" value = "" size = 30 /> E-Mail Address </p>



<p><input type= "submit" value="Send" /></p>


</form>

</body> </html>
The Java Servlet
Only a few changes are required in order to modify the programs written for the web server.  You have to import both javax.servlet and javax.servlet.http.


import javax.servlet.*;


import javax.servlet.http.*;

These are in the package servlet.jar, so make sure that your IDE knows where to find it.
The processor class now must extend HttpServlet instead of WebRequestProcessor.


public class EmailServlet extends HttpServlet

The main method in the servlet is now either doGet or doPost and the parameters are HttpServletRequest and HttpServletResponse.


public void doGet (HttpServletRequest request, HttpServletResponse response)

Finally this method always throws an IOException that must be caught or re-thrown.

Echo Email Example

package echo;

/*
EmailServlet processes a request from a web page.  

It responds to the request by echoing back the name and email address that was sent in. 
*/

import java.io.*;

import javax.servlet.*;

import javax.servlet.http.*;

public class EmailServlet extends HttpServlet

{


protected void doGet (HttpServletRequest request, HttpServletResponse response) 


{



try



{



// Set the content type for the output and then get a PrintWriter object.




response.setContentType ("text/html");




PrintWriter out = response.getWriter ();



// Get the form data from the request.



String name = request.getParameter ("name"); 





String email = request.getParameter ("email");



// Write the output header, the output data, and the footer.



Page.createHeader (out, "Test Data");




out.println ("<h3>Hello.</h3>");





out.println ("<h3>" + name+ "</h3>");




out.println ("<h3>Your email address is " + email + "</h3>");




Page.createFooter (out);



}catch (IOException e) {System.out.println ("Servlet Exception");}






} // doGet

} // EmailServlet

This method uses the same Page class that was used with the web server.  It should be in the echo package along with the servlet.

package echo;

// Class with static methods that add standard lines to the html output page.

protected class Page

{


public static void createHeader (PrintWriter out, String title)


{



out.println ("<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.0 Transitional//EN'>");



out.println ("<html>");



out.println ("<head>");



out.println ("<title>" + title + "</title>");



out.println ("</head>");



out.println ("<body>");


} // createHeader


public static void createFooter (PrintWriter out){out.println ("</body></html>");}

} // class Page

The Web Application Deployment Descriptor
The Web Application Deployment Descriptor, web.xml, is an XML document that tells the server where to find the servlets mentioned in the action attributes in HTML forms.  Various versions of web.xml come with Apache Tomcat.  They are already stored in the directory, ROOT/WEB-INF.  However, the simplest one that works is the following:

<?xml version="1.0" encoding="ISO-8859-1"?>
<web-app>


<servlet>

    

<servlet-name>EmailServlet</servlet-name>

    

<servlet-class>echo.EmailServlet</servlet-class>


</servlet>


<servlet-mapping>

    

<servlet-name>EmailServlet</servlet-name>

    

<url-pattern>/servlet/echo.EmailServlet</url-pattern>


</servlet-mapping>
</web-app>
The <servlet> tag gives the name of the servlet and its class file.  The <servlet-mapping> tag provides a short pattern that can be used to find the class file.  For example, instead of 


< url-pattern>/servlet/echo.EmailServlet</url-pattern>
we could have 


< url-pattern>/servlet/email</url-pattern>.

We would then have to change the action attribute in the form to


action="http://localhost:8080/servlet/email"
This example uses a package called echo.  But you can name your packages any way that makes sense for the application, including client_server.
Deployment

Unlike the web server, where all files can be stored in the same folder, the placement of files for Tomcat is critical.  The HTML web pages should be placed in the ROOT folder.  The XML file, web.xml, belongs in the WEB-INF folder, and the Java servlets all go into the classes folder.  Since the classes folder does not exist in Tomcat when installed, you should create it as a sub-folder of the WEB-INF folder.  When the servlets are compiled, their class files will be stored in folders that have the package name.  These will then be sub-folders of the classes folder.
A schematic view of these folders follows:

webapps


ROOT
(contains EmailForm.html)



WEB-INF
(contains web.xml)




classes

(contains EmailServlet.java)





echo


(contains EmailServlet.class)

Make sure that all files are in the proper place.  Your IDE will create the package folder, all the others either come with Tomcat or are created by the developer.
Once all files have been created, compiled, and properly deployed, you can start up Tomcat, open a browser and load the HTML web page.  After filling in the forming and clicking the Submit button, if Tomcat then returns an error page, you will have to go back and check everything.  I recommend starting with web.xml and working from there.
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